ABSTRACT

Software engineering education is currently being taught in many universities with a hands-on approach. Students develop software in teams, intending to simulate industry, in order to minimize the gap between what universities teach and what industry needs. The industry “simulation” that a university performs in software engineering courses is a good approach but it is normally undermined by student bad behaviors (free-riding, social loafing and student syndrome). In this work I propose the use of reflexive weekly monitoring (RWM) to mitigate these students’ bad behaviors that can disrupt team results and learning. The use of the RWM in the past five semesters in a software engineering course, has improved teams’ results in terms of both, project deployment rate and final grades.
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1. PROBLEM AND MOTIVATION

Working in teams is not easy and it is one of the biggest issues faced on software engineering education [6][9][11][17]. As stated by Radermacher et al.[17], there exists a gap between students abilities and industry expectation. One of the aspects they report is a “lack of teamwork skills and collaborative ability”.

Approaches to teach technical knowledge have been driven by the advances in software industry, and they have been well supported by the universities. However, the development of skills and competences such as coordination, decision-making and teamwork is usually supported at a lower level in these programs [2]. These competences, also known as “soft skills”, usually impact the productivity, efficiency and efficacy of software development teams.

Conscious of that situation, the academia has proposed different approaches to support the development of these skills in the future software engineers, but unfortunately this is not an easy task. Several researchers indicate that this challenge can be faced with software development courses that imitate the industry activities [7][8][18][21]. This kind of courses usually help to address the problem, but they require extensive effort from instructors and teaching assistants, just to produce a small improvement in the student’s capabilities. Some researchers state that the difficulty of developing these soft skills in students is due to an apprentice attitude instead of a professional one [3][4][19] that students adopt.

There are some threats to teamwork that are related to student behavior: free riding, social loafing and student syndrome. Free riders are students who do not contribute to the team [22]. Social loafing happens when team members do not do their fair share of work, i.e; they make a lower effort than they would in an individual project [5]. The student syndrome is the phenomenon where students do not fully apply themselves to the project until just before the deadline [10]. The consequences of these threats to successful teamwork is that they affect the team as a whole, and lead to lower team performance and lower team motivation [22]. The team effectiveness (ability of students to deliver a software that can be deployed and used by the client) is also undermined by the students syndrome [7].

Another aspect to take into consideration is that the nature of students’ projects is usually different from real-world projects which are bounded by contract, and team members are accountable for their performance. In software engineering education there is no contract and students may be tempted of not doing what they are expected, without harsh consequences [6]. Threats of course failure or bad grades may not be enough for students to change their behavior.

2. BACKGROUND AND RELATED WORK

According to Duim et al. [22] the free riders problem occurs when students know that instructors do not have a real insight about each team member’s effort. So, they proposed a solution that reduces the anonymity of students’ work through time logging, continuous evaluation (monitoring) and a pre-defined process. Hazzam [12] showed that team rewards and individual rewards can be complimentary for boosting cooperation.

Trytten [20] suggested applying peer evaluation, where part of students’ grades depend on other team members evaluation of the work done by the individual. Yu [23] states that the team size can also be an issue, the larger the
team the higher the probability that students syndrome occurs. Johns-Boast and Flint [14] used continuous monitoring (through observation and peer assessment) and evaluation to minimize the students syndrome.

Borrego et al. [5] conducted a literature review on the effectiveness of teams in engineering students projects. They considered social loafing and free riding problems as motivational issues. They report finding four pedagogical recommendations to avoid these issues: compelling project with inherent value, peer evaluation of individual effort, small teams and complex tasks. They considered the student syndrome and interdependence, i.e., that the team as a whole will complete the work as committed. In order to promote higher interdependence and lower student syndrome they make three pedagogical recommendations: complex projects, group processing (includes a low monitoring process) and group gradings.

Since different types of monitoring were already used to deal with student behavior (different team contexts); we used in this work the definition of monitoring given by Marks et al. [15], who define it as “a process in the action phase category that involves observing the actions of team members, watching for performance discrepancies, and providing feedback and assistance to those in need”.

3. APPROACH AND NOVELTY

To deal with these challenges (student behavior issues and students projects not being bounded by contracts) I propose the Reflexive Weekly Monitoring (RWM), which consists of a monitor weekly meeting with the team. The monitor is neither a team member, nor a Scrum master; he is responsible of rising warnings to students in case they are needed; he intends to guarantee that all team members are committed to the project success as equally as possible. During the sessions the monitor, who is not the teaching assistant or the instructor and typically is a person with professional experience in software development; observes the fulfillment of team assignments, the team members behavior, and the feasibility of reaching the project deadlines. However, the focus of each monitoring session is mainly on this last issue.

The RWM sessions involve three sequential steps (Figure 1): the monitor diagnosis, the team reflection and the closure. In each session, the monitor asks specific questions following a script according to the course schedule in order to understand the current status of the project and the team. The questions are simple and involve direct answers. For instance: Has everybody accomplished the assigned tasks? Is your project on schedule? Are you going to be able to accomplish the deadlines? Is your team working well? The monitor script covers most categories involved in Jacobson’s approach [13]: opportunity, stakeholders, requirements, software system, work, team, and way of working.

Typically the monitor asks specific questions to team members to evaluate the project status, and based on that, to help them discover weaknesses and risks in the work they are performing. In a few cases, the monitor provides feedback and assistance about how to address these issues.

During the monitoring session the monitor ensures that every member can give his or her opinion. The monitoring questions intend to determine if team members are really conscious about the actual problems that they have to address, their importance and timing, and the involved deadlines. The feedback that the monitor provides should allow team members to make their own decisions; and provide general hints more than direct advices. The goal is not to coach team members, but just to play the “psychologist” with them, making them realize by themselves where and how they are on their project. In Figure 1 we present the structure of the RWM.

- **Monitor Diagnosis** - The monitoring session starts with two simple questions: “How was the week?” and “Did everybody do what they were supposed to do?” These questions are used to get some general feedback about the project status. After that, the monitor focuses on one elements: analysis of the project/team situation (i.e. the potential problems affecting the team or the project) and the actions to be made by the team to advance the project towards its final goal.

- **Reflection** - According to the Diagnosis step the monitor check if team members are aware of project situation (possible project risks) and in line with that the monitor make concrete questions instilling them to think, analyze and reflect about it (i.e. a team member reports that there is some conflict in a decision about the design of something in the project; the monitor asked questions “What are the advantages of each possibility?”; “What are the costs to the project in terms of time spent with each possibility?”). The monitor in these specific case suggested to students to do a short list of pros and cons; and students have to think and evaluate the situation and the possibilities. As a result the team have to agree (after reflecting) with a strategy to solve the problem/situation.
- **Closure** - In the closure the monitor asks students about the next steps of the project to see if they are reasonable, and if the project is within schedule. The session ends with a wrap-up with the priority actions that the team needs to address within the next week.

4. EXPERIMENTATION SCENARIO

At the Universidad de Chile the Computer Science Engineering program lasts 11 semesters and has the major goal of addressing all the five curricula guidelines within ACM-IEEE [16] in the same program. Related to software engineering it has three courses, the first one is more theoretical than practical and the other two have a practical focus. The two practical courses are different; the first one; Software Engineering II - CC5401 uses a structured process, the development is made by students on their own time, and the development is completely decentralized. The second one Software Project - CC5402 uses an agile method and all the development is made on clients facilities, and all students work more or less together. However both follow the same goal, and have similar duration and development team size.

The course CC5401 was chosen to be monitored because its teams traditionally have major problems in coordination, effectiveness and productivity. For this study we have monitored teams during five semesters, where some teams were monitored and some were not according to teams schedule (random selection). The semesters considered in this study are structurally comparable: same instructor and same type of project.

More specifically, CC5401 is a mandatory course for fifth year students. Here students have to develop web information systems for real clients during the semester. Teams are formed of 5-7 students. Each student is assigned a specific role, and they have to follow an ad-hoc prescriptive software process. The project represents 60% of the final grade.

During classes the instructor remarks that the auxiliary classes are mandatory for at least four members of each team, and that the teams previously selected to be monitored will be monitored at the end of each auxiliary class.

5. RESULTS AND CONTRIBUTIONS

The RWM method was used to monitor seven out of twelve software development teams, composed by computer science undergraduate students enrolled in Software Engineering II. This experience involved 107 students grouped into 12 teams along five semesters.

5.1 Results

In order to evaluate RWM the final grades of all the teams were compared. These grades are in a scale from 1 to 7; and there is 1 point that is given as basis point (there are no grades lower than 1) and to be approved the student needs a grade higher than 4. During the five semesters twelve teams were observed; 7 were monitored and 5 were not.

The teaching team, course content and dynamics had not changed during the observed semesters, so they are comparable. Grades are mainly related to the quality of the product the client receives.

Figure 2 shows all the project and course grades; teams labeled Mon are those that were monitored using RWM and those labeled Non Mon were not monitored. Figure 3a shows the course grades frequency of monitored and non monitored teams and Figure 3b shows the project grades frequency. The average project and course grades of monitored teams are 6.32 and 6.12 while they are 5.47 and 5.37, respectively, for non-monitored teams. Project and courser grades for monitored teams were 19% and 17%, higher respectively.

In order to analyze the amount of software built by these teams, we have used the software requirements involved in those projects. Every team in the course has to use a requirements management tool that was particularly developed to support the students and instructor in the project tracking. Such a tool keeps a record of the project requirements and their evolution. For each requirement the system stores its definition, degree of completion, priority and criticality. Using this information we determined the amount of software developed by each team. To evaluate the effort teams have to make to build their software we used a light version of function points (FP) [1].

To minimize a possible bias in the conversion of requirements to FP (due to its subjectivity), two experienced soft-
ware engineers were asked to do the same conversion using the methodology. The values that the experienced software engineers estimated for each project were compared to the values previously estimated. In this comparison there was a difference of 14% in average (the biggest difference was of 18%, the lowest one was of 5% and the median was of almost 10%) between the estimations of both groups, which indicates that the amount of FP estimated by experts are similar.

Table 1 presents the teams and the amount of code developed per team member. The monitored teams were able to build in average 74.5 FP while the non monitored teams were able to achieve 70.8 FP; more or less the same amount of code was done by both monitored and non monitored teams.

However when we look the final results of each team regarding the software built, the results are not the same. In Table 2 it is possible to see the software outcome of each team. The green cells correspond to successful projects, i.e. those that were able to put into production a software product that is useful for the client. Projects that did not reach such a goal were considered unsuccessful, and they were indicated with a cross and a red cell. The results show that monitored teams always had a positive outcome; however in the non-monitored ones there were both outcomes (i.e. positive and negative). All the monitored teams were able to deploy the software, 100% deployment rate and the non monitored ones two out of five were able, 40% deployment rate.

5.2 Contributions

This research work explores the potential impact that the RWM has on software development teams in the academia. In order to do that this article presents a study of twelve projects performed in a fifth-year software engineering course that is delivered in the computer science undergraduate program at the Universidad de Chile.

The preliminary results show that the reflexive weekly monitoring improve teams results in terms of course and project grades and in terms of software deployment. Moreover, despite the fact that intuitively the RWM could positively impact the amount of work achieved by the team, looking at the data it is not possible to find any evidence of it. This means that monitored teams were able to do a similar amount of work as the non monitored teams, but they were able to have a better deployment rate. This means that the fact that they have to reflect on what they have to do, and on what was happening in the project with the monitor helped the teams to be more effective and more focused on doing what really matters for the client; it helped the teams to stay focused on what is relevant.

Having positive outcomes in software projects performed in the academia is not frequent, but it is highly important for the future software engineers. The RWM is a useful instrument to help students to reach such a goal and learn to work...
in teams in real-world projects. The RWM can help team members put their effort on what really matters, minimizing the internal friction among team members. It let students know they are not drifting away, giving them confidence on what they are doing. The idea that the students will have to report what they did, even as an informal report, makes them more aware of their own work, and therefore they can work in a more coordinated and effective way.

A more extensive analysis of how and why the weekly monitoring helps teams to be more effective will be done as part of the future work. It is also worth evaluating why the positive outcomes of the course CC5402 are much higher than the numbers shown by the software industry.
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