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ABSTRACT
Web services often impose inter-parameter dependencies that restrict the way in which two or more input parameters can be combined to form valid calls to the service. Unfortunately, current specification languages for web services like the OpenAPI Specification (OAS) provide no support for the formal description of such dependencies, which makes it hardly possible to automatically discover and interact with services without human intervention. In this work, we present an approach for the automated management of inter-parameter dependencies in web APIs. Specifically, we present a domain-specific language for the description of these dependencies, a mapping to translate them into a constraint satisfaction problem and a catalog of automated analysis operations. The approach is supported by a comprehensive tool suite. We show the potential of our contributions in the domain of automated testing of web APIs. We uncovered over 4K failures and dozens of bugs in APIs such as YouTube and Yelp. Beyond testing, our approach paves the way for a new generation of specification-driven applications in areas such as API monitoring and code generation.

1 PROBLEM AND MOTIVATION
Web APIs allow applications to talk to each other over the network. The widespread use of web APIs is reflected in the size of popular API repositories such as ProgrammableWeb [8], currently indexing over 24K web APIs. Companies such as Facebook, Twitter, Google or Netflix receive billions of API calls everyday from thousands of different third-party applications and devices, which constitutes more than half of their total traffic [22]. Modern web APIs usually follow the REST architectural style [20], being referred to as RESTful web APIs. RESTful APIs can be described using languages such as the OpenAPI Specification (OAS) [7], which has arguably become the industry standard. An OAS document describes a RESTful API in terms of the elements it consists of, namely paths, operations, resources, request parameters and API responses. It is both human- and machine-readable, making it possible to automatically generate, for instance, documentation, source code, or basic test cases.

Web APIs often present inter-parameter dependencies, i.e., constraints that restrict the way in which two or more input parameters can be combined to form valid calls to the service. For instance, in the search operation of the YouTube API [15], when using the parameter videoDefinition (e.g., to search videos in high definition) the type parameter must be set to ‘video’, otherwise an HTTP 400 status code (“Bad Request” client error) is returned. Current API specification languages such as OAS [7] or RAML [10] provide no support for the description of these dependencies. For example, the OAS documentation states:1 “OpenAPI 3.0 does not support parameter dependencies and mutually exclusive parameters. (...) What you can do is document the restrictions in the parameter description and define the logic in the 400 Bad Request response”. This makes it hardly possible to interact with the services without human intervention.

To tackle the problem of handling inter-parameter dependencies in web APIs, we first performed an exhaustive review of over 2.5K operations from 40 industrial web APIs, in order to get a solid grasp of how these dependencies emerge in practice [25]. We found over 600 dependencies, which we classified into a catalog of seven patterns consistently found in real-world APIs. This catalog served as the basis for the design of Inter-parameter Dependency Language (IDL), a domain-specific language (DSL) for the description of inter-parameter dependencies in web APIs. We also devised a constraint programming-aided tool, IDLReasoner, that translates IDL dependencies into a constraint satisfaction problem (CSP) and supports multiple analysis operations, e.g., to automatically generate a valid request (i.e., a request satisfying all dependencies) or to check whether a given API request is valid.

To illustrate one of the many potential applications of our approach, we compared the effectiveness of random testing and IDLReasoner in generating valid requests (i.e., those satisfying all inter-parameter dependencies) and detecting failures in 10 services from 6 commercial APIs. As expected, random testing struggled to generate valid requests, whereas IDLReasoner generated 100% valid requests for all the services under test. More importantly, test cases generated with IDLReasoner revealed 48% more failures (4,332 vs. 2,920) and 18 more unique bugs (32 vs. 14) than random testing.

Other promising applications of our work include continuous web API monitoring or automatic code generation of client software development kits (SDKs) and server stubs, among others.

2 BACKGROUND AND RELATED WORK
The management of inter-parameter dependencies in web APIs has predominantly been studied from three different perspectives: the specification of dependencies, their analysis, and their inference.

1https://swagger.io/docs/specification/describing-parameters/
2.1 Specification
Oostvogels et al. [29] proposed OAS-IP, a DSL for the description of inter-parameter constraints in OAS. They studied six commercial APIs and designed a DSL supporting all the types of constraints they found, namely three. RAML [10] supports the specification of mutually exclusive parameters (i.e., only one out of several parameters must be used), but it lacks support for other types of dependencies such as conditionally required parameters or arithmetic dependencies [25]. Previous authors proposed using XML-based languages such as CLiX [1, 18] or CxWSDL [30] to specify constraints in other types of web services such as WSDL [14] or OWL-S [11], technologies increasingly in disuse nowadays. Our research in the specification of dependencies stands out mainly in two ways. First, IDL (the DSL we propose) is specification-independent, therefore it can be integrated into any web API description language. Second, IDL is based on a thorough analysis of industrial APIs, and it supports seven dependency patterns consistently found in practice, most of which are not supported by previous proposals.

2.2 Analysis
The analysis of inter-parameter dependencies in web APIs has somewhat been overlooked in the literature, essentially because current web API specification languages [7, 10] do not support them. For instance, current automated testing approaches for web APIs [16, 17, 19, 23, 31] do not handle inter-parameter dependencies and therefore show limited applicability in practice. Previous languages such as CLiX [18] and CxWSDL [30] could be used to generate requests satisfying and violating the constraints specified with them, but they do not support most of the dependencies from our catalog [25], and they are meant for legacy technologies [11, 14]. Our approach for analyzing inter-parameter dependencies automatically goes beyond the testing domain, as we propose a catalog of analysis operations that prove useful for multiple applications such as web API development and monitoring.

2.3 Inference
Wu et al. [32] presented an approach for the automated inference of dependency constraints among input parameters in web services. They first established six dependency patterns, and then leveraged the service documentation, the SDK and the service itself to extract and validate candidates of dependencies. Grent et al. [21] proposed a similar approach, leveraging the service implementation instead of the SDK. These techniques assume access to the source code, either the system or the SDK, resources that are not always available for web APIs, especially the source code of the system. We are currently working on the automated inference of inter-parameter dependencies using a purely black-box approach, with the application of artificial intelligence (AI) techniques [28].

3 APPROACH AND UNIQUENESS
In this section, we explain our proposed approach for the automated management of inter-parameter dependencies in web APIs.

3.1 Catalog of Dependencies
Addressing the problem of modeling inter-parameter dependencies in web APIs should necessarily start by understanding how these dependencies emerge in practice. Inspired by this idea, in previous work [25], we performed a thorough study on the presence of inter-parameter dependencies in web APIs, involving 2,557 operations from 40 industrial APIs. We found that dependencies are extremely common and pervasive, being present in about 4 out of every 5 APIs, across all application domains and types of operations. As the main outcome of our study, we classified all the dependencies found (633) into a catalog of seven different patterns, described below. For the sake of simplicity, dependencies are described using single parameters, however, all dependencies can be generalized to consider groups of parameters using conjunctive and disjunctive connectors. Moreover, dependencies can affect not only the presence or absence of parameters, but also the values that they can take. We identified the following patterns:

Requires. The presence of a parameter $p_1$ in an API call requires the presence of another parameter $p_2$. As previously mentioned, $p_1$ and $p_2$ can be generalized to groups of parameters and parameter-value relations, e.g., if parameter $p_1$ is present in the API call, then parameter $p_2$ must be present too, and parameter $p_3$ must be equal to value $v$. As an example, in the GitHub API, when creating a card in a project, if the parameter content_id is present, then content_type becomes required.

Or. Given a set of parameters $p_1, p_2, \ldots, p_n$, one or more of them must be included in the API call. For instance, when setting the informa- tion of a photo in the Flickr API, at least one of the parameters title or description must be provided.

OnlyOne. Given a set of parameters $p_1, p_2, \ldots, p_n$, one, and only one of them must be included in the API call. For example, in the Last.fm API, when getting the information about an artist, this can be identified with two possible parameters, artist or mbid, and only one must be used.

AllOrNone. Given a set of parameters $p_1, p_2, \ldots, p_n$, either all of them are provided or none of them. In the Yelp API, for example, when searching for businesses, the location can optionally be specified with two parameters, latitude and longitude, which must be used together.

ZeroOrOne. Given a set of parameters $p_1, p_2, \ldots, p_n$, zero or one can be present in the API call. As an example, in the YouTube API, when searching for videos, either the id or the max_results parameters may be specified to filter results, but not both at the same time.

Arithmetic/Relational. Given a set of parameters $p_1, p_2, \ldots, p_n$, they are related by means of arithmetic and/or relational constraints, e.g., $p_1 + p_2 < 100$. For instance, in the Twitter API, when searching for tweets, the since_id parameter must be lower than the max_id parameter.

Complex. These dependencies involve two or more of the types of constraints previously presented. For example, in the Tumblr API, when creating a new post, if the type parameter is set to ‘video’, then either embed or data must be specified, but not both (this dependency combines the Requires and the OnlyOne patterns).

3.2 Inter-Parameter Dependency Language
We have proposed Inter-parameter Dependency Language (IDL) [24], a DSL specifically tailored to express the seven types of inter-parameter dependencies identified in our study on real-world APIs [25].
We propose translating IDL specifications into constraint satisfaction problems (CSPs) that can be then analysed using state-of-the-art constraint programming tools. A CSP is defined as a 3-tuple $(V, D, C)$ composed of a set of variables $V$, their domains $D$ and a number of constraints $C$. A solution for a CSP is an assignment of values to the variables in $V$ from their domains in $D$ so that all the constraints in $C$ are satisfied. Parameter names $(V)$ and domains $(D)$ are extracted from the API specification (e.g., an OAS document), constraints $(C)$ are obtained from the IDL dependencies. Table 1 describes the mapping from IDL to CSP. For each parameter, two CSP variables are created: (1) one representing the parameter itself ($p_i$), and (2) a Boolean variable to express whether the parameter is set or not ($p_iSet$). If a parameter $p_i$ is required (i.e., it must be present in all API calls), the constraint $p_iSet == true$ is added to the set of constraints $C$. Rows 2 and 3 of the table express how IDL terms are mapped to a CSP. Lastly, IDL predicates and dependencies are defined recursively using the function $map(E)$, where $E$ is either a term, a predicate or a dependency. This is because complex dependencies can contain nested dependencies and predicates.

Once that inter-parameter dependencies are expressed as a CSP, several analysis operations can be invoked. We have defined ten operations [24], the following are some examples:

- **Valid specification.** This operation takes as input an IDL specification and returns a Boolean indicating whether it is valid or not. An IDL specification is valid if it does not contain inconsistencies (e.g., contradictory dependencies and dead parameters) and it has at least one solution (i.e., a valid request can be generated).

- **Valid request.** This operation takes as input an IDL specification and an API request and returns a Boolean indicating whether the request is valid or not, i.e., whether it satisfies all the inter-parameter dependencies.

- **Dead parameter.** This operation takes as input an IDL specification and a parameter name and returns a Boolean indicating whether the parameter is dead, i.e., it cannot be included in any valid call to the service. Dead parameters are caused by inconsistencies in the service specification.

- **Random request.** This operation takes as input an IDL specification and returns a random valid request.

### 3.4 Tooling Support

As a part of our contribution, we provide a set of open-source tools supporting the specification and analysis of inter-parameter dependencies in web APIs, namely: (1) a parser for IDL specifications and an (Eclipse-based) editor implementing it; supporting features such as code completion, syntax coloring and error checking [4]; (2) IDL4OAS, an OAS extension supporting the specification of IDL dependencies in OAS, one of the most requested features by the community [13]; and (3) IDLReasoner [3], a CSP-based Java library implementing the ten analysis operations proposed [24], which eases the integration of our approach into any external project.

### 4 RESULTS AND CONTRIBUTIONS

Our approach enables promising specification-driven applications in areas like web API development, monitoring and testing. Next, we detail our contributions to testing, our main application domain, and we outline other applications as a part of our ongoing work.

### 4.1 Automated Testing of RESTful APIs

Testing RESTful web APIs involves generating HTTP requests and asserting HTTP responses. Current approaches for automated testing of RESTful web APIs mostly rely on black-box fuzzing: testing
the services with random requests conforming to the OpenAPI specification of the API [17, 19, 23, 31]. However, these approaches do not support inter-parameter dependencies since, as previously mentioned, these are not formally described in the API specification used as input. As a result, existing approaches simply ignore dependencies and resort to brute force to generate valid requests, i.e., those satisfying all input constraints. This is not only extremely inefficient, but it is also unlikely to work for most real-world services, where inter-parameter dependencies are complex and pervasive. The IDL tool suite can nicely complement existing test data generators for RESTful web APIs, enabling the automated generation of API requests satisfying all the inter-parameter dependencies.

We report the results of two experiments on 10 RESTful services comparing random test case generation, where inter-parameter dependencies are ignored, and IDLResoner, supporting the automated management of inter-parameter dependencies described in IDL. For the implementation of both strategies, we used RESTest [26], an open-source testing framework for RESTful web APIs primarily developed by the author and available on GitHub [9]. In the first experiment, we generated 1,000 valid requests with both test generation strategies and compared the ratio of valid requests actually generated (i.e., those returning a success HTTP status code). In the second experiment, we generated 2,000 requests, both valid and invalid (e.g., using invalid parameter values or violating dependencies), and compared the total number of failures observed. Failures can occur for multiple reasons, namely: 5XX status codes (i.e., server errors), mismatches with the API specification (e.g., a required property is not present in the response body), or unexpected status codes (e.g., obtaining a 400 "Bad Request" status code after a valid request). Note that this last type of failure cannot be detected when ignoring inter-parameter dependencies, since this is required to know whether a request is valid or not.

Table 2 depicts the RESTful services under test and the evaluation results. For each service, the table shows the API name,
operation tested, number of input parameters, number of IDL dependencies, number (and percentage) of different parameters involved in at least one dependency, and the results obtained. As illustrated, the random strategy generated 42.1% valid requests on average. There were extreme cases like the APIs of YouTube and Stripe, where barely 1% of the requests generated were valid, due to the high number and complexity of the dependencies. In contrast, with IDLReasoner, all requests generated were valid. Some requests did not obtain successful responses (e.g., in Yelp), but this was due to actual faults in the services (e.g., when returning a 500 “Internal Server Error” status code). In terms of failures, thanks to IDLReasoner we uncovered 48% more failures than the random strategy (4,332 vs. 2,920). Furthermore, while the random technique detected only failures related to 5XX status codes and mismatches with the API specification, IDLReasoner unveiled more complex failures such as dependencies not described in the documentation of the services and unexpected error messages. We analyzed all the failures obtained and triaged them into 32 unique bugs. More details are available in the supplementary material of this paper [12] and in our previous work [26].

4.2 Other Applications

The potential applications of our research spread beyond the testing domain. Next we describe some of the additional lines of research that we are currently working on.

**Automatic code generation.** Given an API specification enriched with IDL dependencies (e.g., using our IDLAoAS extension), our IDL parser [4] could drive the generation of built-in assertions in the automatically generated code of client SDKs and server stubs. We are in the process of integrating this feature into the popular code generation framework OpenAPI Generator [6].

**Dependency-aware API gateways.** We are currently implementing our approach in Kong [5], a popular API gateway. By leveraging the *Valid request* operation from IDLReasoner, the gateway will be able to automatically reject invalid invalid requests violating any dependencies, without even redirecting the call to the corresponding service, saving time and user quota.

**Automated inference of dependencies.** We are applying deep learning techniques for automatically inferring inter-parameter dependencies in web APIs with a purely black-box approach [28].

4.3 Research Impact

My research on inter-parameter dependencies in web APIs has led to four first-author publications and one co-authored publication, including: a paper in *IEEE TSC* [24], two papers at *ICSOC* [25, 26], a book chapter [27], and a workshop paper [28]. Our approach has been integrated into mature testing tools for RESTful web APIs such as RESTTest [9] and EvoMaster [2], the latter during a research stay with Professor Andrea Arcuri. We have found bugs in a completely automated fashion in commercial APIs with millions of users worldwide such as Foursquare, Yelp and YouTube [26]. We have been approached by the OAS steering committee [7] and other side project developers [6] to integrate our approach into the standard. Our proposal has the most positive votes (over 80) in the OAS GitHub repository [13]. The results obtained so far have allowed me to obtain a Fulbright grant* (only 13 awarded in Spain, 2 for the engineering field) to conduct research for six months at the University of California, Berkeley (June - December, 2021), under the supervision of Professor Armando Fox, where we aim to exploit our results in world-leading software companies.
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