ABSTRACT

Effectively teaching programming to a general audience is challenging. Part of this challenge is caused by the friction between the programming language and pedagogical approach. We provide a new theoretical foundation that expresses this friction in terms of two novel concepts: the program behavior gap and programming language misalignment. We show preliminary results of an empirical study into the program behavior gap, and discuss the design of a system to build educational programming languages that reduce the gap. Our system uses a modular approach to allow teachers to compose programming languages specifically tailored to their pedagogical approach. We show the results of two case studies.

1 RESEARCH PROBLEM AND MOTIVATION

Programming is a skill that is becoming increasingly important in industry and various scientific domains, but many students struggle to acquire this skill [8, 22, 29]. This contrast has led to a global shortage of programmers [1, 3]. To address this problem, programming education is being introduced in secondary education around the world [4, 12]. However, teachers have difficulty in guiding an entire class in learning to program. This problem can stem from (1) the teacher missing the right expertise due to (qualified) teacher shortages, but (2) even teachers with the right expertise can struggle due to large class sizes and the nature of programming. The high failure and dropout rates in CS1 courses can attest to this second point [5].

The difficulties in learning to program are multifold. In this project, we look at (1) how the programming language hampers learning; (2) how the programming language hampers teaching and, (3) how we can remove as much programming-language-induced friction as possible. We use the wording the programming language and not a programming language to make it clear that for any chosen programming language, these issues exist.

Every programming course uses — explicitly or implicitly — a particular pedagogical approach. Building on the work of Duran et al. [11] we argue that a pedagogical approach entails which programming language concepts students should learn about. The second element specifies what students should know about these concepts, or in other words, the mental model that should be formed about these concepts. The third element pertains to when each of these concepts and mental models should be formed. It is reflected by the order of concept introduction in the course. We would like to note that the targeted mental model for a programming language concept can change through time, as knowledge expands throughout the course. The fourth element is motivated by the context of the course and guides the development of the exercises and examples used in the course.

We argue that, regardless of which programming language is used, the programming language will hamper this pedagogical approach. The reason for this is a concept that we call the Programming Language Misalignment. A PL misalignment occurs when the language does not allow implementing the pedagogical approach exactly as wanted. It is often reflected by the fact that the teacher needs to introduce other concepts of the programming language to be able to introduce the concepts they want to introduce. These other concepts can be concepts that the teachers would like to introduce later, but can just as well be concepts that the teacher does not want to introduce at all.

One example of a PL misalignment is the importing-misalignment which occurs when the teacher wants the students to write programs using programming language features that can only be accessed after importing them from the standard library (e.g. mathematical functions) or other libraries (e.g. image library). The language imposes on the teacher to also introduce the concept of importing. A second example of a PL misalignment (the floating-point-misalignment) occurs when the teacher introduces floating-point values to express decimals. The programming language (often) imposes the teacher to discuss floating-point representations to explain why the result of $0.1 + 0.2$ is $0.30000000000000004$ instead of $0.3$.

PL misalignments can be handled in a couple of ways: (1) introduce the needed additional concepts together with the wanted concepts, (2) change the order of concept introduction, and (3) neglect the misalignment by not explaining the additional concepts. The first option will be a valid option in some cases, but will often make the cognitive load too high. The second option is a good idea, if it does not lead to a pedagogical approach that one would never consider if not imposed by the language. The third option is arguably the most used option, as one does not need to change their approach. The choice for this option is often reflected by teachers telling students to write magic incantations like from math import sqrt.

This third option leads to what we call the Program Behavior Gap as there now exists a gap between what a student should understand — the targeted mental model — and the behavior of the program when executed by the programming language. One example is the error-messages-gap which occurs when an error message uses concepts not yet known to the student. As determining whether they should be able to understand this error message or not is impossible for students, they will need to ask the teacher for help. Another example is the expressions-as-statements-gap which occurs when a student accidentally writes an expression instead of a statement. When a student writes $x == 20$ instead of $x = 20$ they might not be able to find their mistake. As the targeted model of program behavior does not entail using expressions as statements, students would expect to get a runtime error from $x == 20$. 
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The PL misalignment and PB Gap concepts form the theoretical foundation for our *Programming Education Runtime System* (PERS) amPERSand. This system makes it possible to combine programming constructs and features to create modular educational programming languages without PB gaps and PL misalignments for a particular pedagogical approach. These languages are modular as features can be combined to compose a programming language. The amPERSand system generates an interpreter for the designed education programming language that supports step-by-step and in-browser — through WebAssembly [19] — execution.

The next section discusses related work on computing education theory and educational programming languages. The third section reports on an empirical study into the PB gap, while the fourth section discusses the PERS. The final section presents the results of two case studies and future work.

## 2 BACKGROUND AND RELATED WORK

### Computing education research

When a novice learns to program, they form a mental model of the programming language. One might wonder when a mental model is the correct one — the target model — for a novice to have. The semantics of a programming language constitute the ground truth of how programs behave in the language. Unfortunately, semantics are intricate and interdependent, which makes it infeasible to use them as target model. Duran et al. [11] call the target model for the mental model, the *model of program behavior*.

The reader might be familiar with the concept of a notional machine [9, 23, 15, 18] and wonder how it relates to the model of program behavior. Dickson et al. mention that a notional machine “can be conceived of as the ideal mental model we would like students to have (for present requirements)

\[1\] which is exactly our definition of a model of program behavior. However, as Duran et al. [11] show that the term *Notional machine* has been used in literature with many definitions, some of which are incompatible with each other, we use the term *model of program behavior* (MPB). The right side of Figure 1 shows the relationship between a mental model, an MPB and misconceptions.

The mental model that students should have — the MPB — changes throughout the learning process. This means that a pedagogical approach does not entail one MPB, but a *progression* of MPBs [11]. In week 1 one might want students to have a particular conception about a concept — or no conception of it at all — and in week 3 one might want them to have a different, more elaborate conception about that concept. Figure 1 shows the relation between the mental model and the MPB throughout a progression. For each part of the progression, the MPB becomes larger and hopefully the mental model of the student becomes larger as well. We would like to note, that something that is a misconception in one part of the progression, might be a valid conception in another part. This is illustrated in Figure 1 with the position of the black dot in week 1 and week 3.

Misconceptions and our new PB gap concept are distinct. Figure 2 shows both a general overview and a more realistic overview of the relationship between programming language semantics, models of program behavior and mental models. The general overview highlights seven different areas. There are four distinct areas labelled as PB gap, two in the blue circle and two in the red circle. The first type of PB gap — in the blue circle — occurs when some parts of the language are not yet (fully) explained. This relates highly with the coverage evaluation criteria of the RPB framework of Duran et al. [11] who state that “[a] RPB ruleset may be viable for only some of the programs that can be written in the learners’ programming language. The more programs it is viable for, the higher its coverage.” and that it is related to completeness in semantics. The second type of PB gap — in the red circle — occurs when parts of the model of program behavior are conflicting with the language semantics. This related highly with the accuracy evaluation criteria of the RPB framework of Duran et al. [11] who state that “[a] RPB ruleset is accurate if what the rules say about the system effectively happens and the rules thus lead to correct predictions of the system’s behavior.” and that it is related to soundness in semantics.

The more realistic overview given in Figure 2 uses the size of the circles to highlight that an MPB often only explains a limited part of the programming language. The MPB is now placed almost completely within the programming language, as most rules are sound with respect to the semantics of the programming language.

### Educational programming languages

The origin of educational programming languages can be traced back to the LOGO programming language [26]. Later, Pascal [31] came to the fore as an educational programming language and grew even further as an industrial programming language. Contemporary educational (text-based) programming languages are, for example, Grace [6], Hedy [20], Pyret [2], MuLE [10] and Quorum [30].

Looking at these programming languages from our theoretical framework, we see that they often try to reduce PL misalignments. Hedy [20], for example, has built-in turtle graphics commands to counter the importing-misalignment and has localized syntax for over 50 natural languages to counter the *english-keywords*-misalignment.
When students trace code with a PB gap, which result do they notice? (3) Does the answer to the previous two questions differ for syntactic and non-syntactic PB gaps? PB gaps are ‘syntactic’ if they make use of syntactic elements that are unknown to the novice. These gaps are visible in the source code, in contrast to non-syntactic gaps.

The preliminary results indicate that many students don’t notice the PB gaps. As an example, we asked students to trace code in which the precedence of the logical operator and over or mattered. This precedence presented a non-syntactic PB gap as the precedence rules were not mentioned in class, while all syntactic elements were known to the students. Less than 40% of the students noticed that the precedence rules were important for this problem, and most students evaluated the expressions with and and or from left to right.

For syntactic PB gaps, we noticed many students expressing that they did not know how to trace the code, due to the unknown syntactic element. We also noticed that this amount dropped significantly once these syntactic elements were introduced in class. However, most students then showed misconceptions.

As expected, students almost always predict the result that corresponds to the model of program behavior. The code in listing 1 shows the classical aliasing problem. We showed this code to students when they did not yet know about lists and references, and asked them what the value of list1 was at the end of the code. They did know about indexing in the context of strings, but as strings in Python are immutable, references don’t matter for them. The reference semantics of list thus give rise to a non-syntactic PB gap.

For this exercise, 14 out of 16 students answered according to the model of program behavior — assignment copies the value into a new variable — and mentioned that the “change to list2 does not matter for the result of list1”. Without the PB gap concept, one would say that all these students have a misconception as their mental model does not correspond to the real (reference) semantics. With the PB gap concept, one would say that 14 students have a model corresponding to the model of program behavior, 2 students have a model corresponding to the semantics of the language, and no students have a misconception.

```
1  list1 = [10, 20, 30]
2  list2 = list1
3  list2[1] = 77
4  list1[2] = 55
```

Listing 1: Code containing a PB gap due to reference semantics.

3 APPROACH AND UNIQUENESS

In this project, we use our PL misalignment and PB gap concepts as a theoretical foundation for a system that can be used by instructional designers to create a progression of educational programming languages which exactly matches the progression of MPBs in their pedagogical approach.

Our system is designed from an education-first perspective: all languages created with the system are meant to...
be used in education and the system should be **useable by teachers** to create custom languages for their courses. In this regard, the system differs substantially from Racket [14], as Racket allows creating teaching languages just because they are programming languages. Creating a teaching language in Racket is not feasible for most teachers.

### Composing languages

Figure 3 shows the composition of the languages $\text{LangWeek1}(E, S)$ and $\text{LangWeek2}(E, S)$ where the carriers $E$ and $S$ represent expressions and statements. The language for the first week is composed of features for variable assignment, variable reference, printing and literal numbers. The language for the second week contains all features of $\text{LangWeek1}$ together with features for literal lists and list indexing.

Teachers thus start creating a language from the ground up by selecting the wanted (predefined) features for their languages. The selection of each feature consists of the following steps: (1) selecting the feature (2) choosing one of the predefined semantics for this feature (3) writing error messages for the possible runtime errors in the chosen semantics. (4) choosing one of the predefined syntaxes for this feature. In the fourth step, the teacher can make some choices like the keywords and symbols used. It is also possible to automatically generate definitions for Blockly [16] blocks to create a block-based language.

5 RESULTS AND CONTRIBUTIONS

#### Case Study: Hedy

As a case study, the Hedy [21] programming language has been implemented with this PERS. Each Hedy language level was implemented as a language within the PERS by combining and reusing the needed features. As Hedy is a localized language, there actually exist more than 50 different Hedys, one for each supported natural language. Each of these Hedys has the same features and semantics at each level, but a different syntax and parsing. For this case study, the English and Dutch Hedy were implemented.

This reimplementation yields many benefits: (1) fewer PB gaps as the compilation to Python might accidentally allow unwanted features, (2) algebraic effects make the interaction with the Hedy platform explicit, (3) automatic debugging support without the need for source maps, (4) many object algebras are reused, (5) localization of error messages is easier, and (6) no need for a backend server as the parsing works in the browser.

#### Case Study: Python with Turtle graphics

In another research project we wanted to see whether debugging turtle graphics problems can be aided by allowing the user to hover over a drawn line to see which statement in the source code drew this line. Our PERS served as a good starting point to implement this tool, as each turtle command (draw, change color, turn...) leads to an effect that we can easily capture to keep track of which statement yielded which line. As the students already knew Python, we reimplemented a subset of Python with the PERS. This shows that the system can also be used to create educational versions of industrial languages.
Future Work

The empirical qualitative study on the PB gap concept yielded interesting results. We will do a similar study on the PL misalignment where we interview teachers to see whether they experience misalignments and how they deal with them.

One of the key limitations of the PERS is that it currently does not have a graphical user interface to design the modular languages. For now, the languages are described by using a set of custom Rust procedural macros to specify the composition of features and the linking of features with semantics and syntax. As a next step, a UI will be created which guides the teachers through the process of creating (a progression of) programming languages. The system with UI will then be tested with teachers.
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